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Abstract—Several studies have introduced edge computing
and blockchain into the Industrial Internet of Things (IIoT)
to satisfy the requirements of delay-sensitive applications and
support cross-domain authentication. Although there have been
many protocols to ensure the security and privacy of devices in
the IloT, existing protocols still suffer from problems. Updating
keys and pseudonyms of devices by a trusted third party
(e.g., certificate authority) will cause high communication and
computation overhead, especially when the number of devices
becomes much larger. Furthermore, an increasing number of
transactions also cause high-storage overhead on the blockchain.
Therefore, we propose a blockchain-based cross-domain authen-
tication protocol. Specifically, we propose a privacy-preserving
method based on pseudonyms that offloads the task of generating
pseudonyms from a trusted third party to edge servers to ensure
the conditional anonymity of the devices. The device is allowed to
request pseudonyms in bulk to reduce the number of transactions,
thus reducing the storage overhead on the blockchain. Security
analysis and experimental results demonstrate that our scheme
achieves an efficient tradeoff between security and efficiency.

Index Terms—Blockchain, cross-domain authentication, edge
computing, Industrial Internet of Things (IIoT), mutual
authentication.

I. INTRODUCTION

HE Internet of Things (IoT) [1], [2] connects people to
things and things to things anytime and anywhere through
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the Internet connected devices embedded with sensors and
actuators [3]. Industrial Internet of Things (IloT) is applying
IoT in the industry [4]. The primary objective of the IIoT is to
improve product quality and efficiency and reduce production
costs by collecting and analyzing a large amount of data from
industrial sectors (e.g., factories). Using IloT, conventional
industries will eventually become intelligent.

In HoT systems, IIoT devices are resource-constrained,
and a massive amount of data gathered by the devices is
transmitted to the cloud server for storage and computation [5].
However, with the development of IIoT, the system scale is
becoming much larger, and conventional cloud-based IIoT
platforms cannot satisfy the demands for low-latency and
mission-critical tasks. For example, in a smart factory, the data
collected by devices can sometimes reach the level of GB
per second. If all the data are transmitted to the cloud for
processing and analysis, too many bandwidth resources will
be consumed, which can cause significant network congestion.
This, in turn, can result in latency problems that affect
the Quality of Service (QoS) for various production tasks.
Thus, the introduction of edge computing to support IIoT has
attracted the attention from both industries and academics.
As edge computing is near to end users, it can provide real-
time services and help devices perform computation-intensive
tasks. Although edge computing offers several advantages,
several challenges remain unresolved. Edge computing is
more vulnerable than cloud computing because of its inherent
characteristics, such as mobility and geolocation [6]. A fake
edge node can also impersonate a legitimate edge server (ES)
and connect to an IIoT device to access its data, threatening
its security and privacy. Therefore, designing a practical
security solution for edge-computing-based architectures is
vital. Mutual authentication is an effective measure to protect
communicators’ privacy and security before sending sensi-
tive information or requesting services. Several authentication
schemes [7], [8], [9] authenticate devices and ESs. However,
most of them rely on public key infrastructure (PKI) systems.
A trusted authority (TA) called certificate authority (CA) is
responsible for managing certificates or updating pseudonyms,
which can overburden the authority when the system scales
are vast. In addition, the smart device (SD) and server send
requests to the CA for identity information (e.g., public keys)
before authenticating each other. This may cause an extra
delay if there is already a burden on the CA to respond
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to the authentication requests of many devices, which could
become a bottleneck [10]. Furthermore, most schemes do
not consider device mobility. For example, drones that detect
potential hazards in power systems can move to different
areas. Therefore, it is necessary to design an efficient cross-
domain authentication protocol to obtain timely information
and provide seamless services when SDs move to another edge
network.

The solutions to address cross-domain authentication can
be divided into two categories, centralized solutions and the
blockchain-based solutions. Centralized schemes rely heavily
on trust third party (e.g., CA). Therefore, to achieve cross-
domain authentication, it is necessary to verify the authenticity
of devices by issuing certificates. However, as the system
scales expands, certificate management becomes increasingly
complex, potentially burdening CA and leading to efficiency
issues. Blockchain acts as a distributed ledger with features,
such as transparency and tamper-proofing. Each blockchain
node needs to be verified before joining the network and
maintains an exact and complete copy of the ledger. The
destruction of a single node does not affect the integrity of
the entire ledger, significantly improving the data’s security
and solving the bottleneck problem. These nodes do not
trust each other, but they collaborate through a consensus
mechanism. Consequently, an increasing number of works
have tended to employ blockchain to assist cross-domain
authentication [11], [12], [13]. However, several challenges
remain to be resolved.

Although these blockchain-based schemes can achieve
cross-domain authentication and guarantee the privacy and
anonymity of devices, some unresolved problems remain.
When the temporary keys and pseudonyms of the devices
expire, they need to request new keys and pseudonyms from
the CA. According to the International Data Corporation [14],
connected IoT devices are expected to reach 41.6 billion
by 2025. Therefore, unpredictable pseudonym requests from
many devices impose huge computation and communication
burdens on the CA. In addition, devices’ public keys are
recorded on the blockchain in these schemes, which causes
enormous storage overhead. Yang et al. [15] designed a two-
phase pseudonym service that permits CA to offload the
pseudonym distribution task to roadside unit (RSU) proxies
to address these issues. This inspired us to let ESs generate
pseudonyms instead of the CA. To guarantee the privacy of
the device, such as the real identity, we cannot simply adopt
the method of generating pseudonyms by the CA because ESs
are always deemed semi-trusted entities. Several requirements
must be satisfied: 1) the device’s privacy must be protected
and 2) only one TA can track the real identity of a device.

To address these problems, we propose a blockchain-based
cross-domain authentication protocol. Specifically, we build
distributed trust among ESs through a blockchain to share
cross-domain information. Therefore, we can achieve mutual
cross-domain authentication without using a CA. In addition,
we design a pseudonym-based privacy-preserving scheme.
That is, CA offloads the task of distributing pseudonyms
to the ESs. In this way, the responsibility of generating
pseudonyms is taken over by ESs. And partial information
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about pseudonyms is put on the blockchain for sharing, which
allows CA to revoke the devices when malicious behavior is
detected. This reduces the burden on the CA. Furthermore, not
complete pseudonyms are uploaded to the blockchain. Hence,
the number of transactions in the blockchain is reduced,
and the efficiency of updating keys is increased. The major
contributions of this article can be summarized as follows.

1) We design a mutual authentication scheme in IloT
using edge computing and blockchain, which can real-
ize the authentication between SDs and different ESs
to provide real-time services. At the same time, this
protocol achieves some properties, such as anonymity
and traceability.

2) To reduce the dependence on the CA, we design a
pseudonym-based method. Specifically, we utilize the
ESs to generate and distribute pseudonyms for the SDs
without the involvement of the CA. At the same time,
we reduce the storage overhead on the blockchain.

3) We conduct an informal security analysis and use an
automatic cryptographic protocol verification tool called
ProVerif to prove that our scheme is secure. And the
performance analysis demonstrates that our scheme gets
a tradeoff between security and efficiency.

The remainder of this article is structured as follows. Some
related works are presented in Section II. Section III provides
an introduction to relevant preliminary concepts. The system
model, security goals and attack model are presented in
Section IV. The details of our proposed scheme are described
in Section V. And Section VI shows the security analysis.
Section VII presents the performance evaluation. Finally,
Section VIII summarizes this article.

II. RELATED WORK

There are various solutions to achieve mutual authenti-
cation between a device and server, which can be broadly
categorized into two types. The first type is conventional
schemes that do not involve blockchain technology [16], [17],
[18], [19], [20]. These schemes usually employ techniques,
such as elliptic curve cryptography (ECC), edge comput-
ing, fog computing, and asymmetric encryption, to protect
system security and privacy. The second type is blockchain-
based schemes [21], [22], [23]. These schemes leverage the
properties of blockchain technology, such as transparency
and tamper-proofing, to facilitate key management and data
sharing. Moreover, as blockchain is decentralized in nature, it
can establish trust among different domains, enabling cross-
domain authentication.

First, we discuss the conventional schemes.
Rostampour et al. [24] presented a secure authentication
scheme for IoT edge devices. In this scheme, authors only
used ECC to implement the authentication process and they
examined their proposed scheme’s security via BAN logic and
Scyther tool. However, this protocol cannot reveal the unique
identity of an embedded device when malicious behavior is
detected. Rangwani and Om [25] proposed an ECC-based
secure user authentication scheme for cloud computing. This
scheme addresses some problems, such as denial-of-service
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and stolen smart card, which are found in [26]. However,
it requires the cloud server to negotiate the symmetric key
with the SD and user in advance, without considering if the
key is updated. Alam and Kumar [27] presented an efficient
authentication scheme for IoT devices, which is based on
the elliptic curve discrete logarithm problem (ECDLP). The
authors used hash function and XOR function to reduce
computation cost. However, the authentication process of
cloud servers and users requires the involvement of TA,
which can be burdensome as the number of authentication
requirements increases. With the increasing demand for low
latency and QoS, the research focus has shifted from cloud
computing to edge computing.

Amore et al. [28] presented a privacy-preserving authen-
tication scheme for fog computing. However, the mutual
authentication between a fog user and fog server relies on a
list called SV, which is maintained by the registration authority
(RA). It should be noted that the cost of communication
involved in updating the list can be significantly high, and it
cannot resist stolen verifier attacks. Later, a lightweight and
privacy-preserving authentication scheme for edge computing
was proposed in [29]. However, we found that RC’s secret
key can be calculated by the user and server during the
registration phase. During the registration phase, the message
{SID,,, d,, r,} is sent to the user and the user can compute
drc = (SID, — ru)thl, where h,, dgrc denote the hash value
and RC’s private key, respectively. Jia et al. [30] proposed
an efficient identity-based anonymous authentication scheme
for edge computing, but the protocol does not achieve key
management (i.e., key update and key revoke) and lacks
conditional anonymity. Li et al. [31] proposed an anony-
mous authentication scheme for edge computing and the user
anonymity is fully protected. However, registration center
gets involved in the authentication process. Furthermore, the
identity-based schemes suffer from the problem of leaking the
privacy of devices, such as the real identity.

To provide conditional anonymity, group signature has been
introduced in many schemes. Chaum and Heyst [32] invented
the notion of group signature in 1991. It means that any mes-
sage signed by a group member can be verified using the group
public key, without exposing the real identity of the signer.
Huang et al. [33] proposed an efficient certificateless group
signature scheme for mobile edge computing. This scheme
can achieve some features, such as anonymity, unforgeability,
and traceability. However, group signature is known to have
high computation and communication overhead. Additionally,
it heavily relies on the group manager to achieve the key
update and revocation.

Later, blockchain is introduced to share public information
and achieve flexible key management. Wang et al. [6] proposed
a blockchain-based anonymous authentication scheme for
smart grid edge computing, where smart contract is utilized
to record public keys to achieve flexible key management.
However, the private keys of devices need to be updated
by RA regularly. Shen et al. [34] proposed a cross-domain
authentication method for IIoT based on blockchain. In
this scheme, blockchain is used to establish trust among
different domains, and the specific domain information is
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stored off-blockchain to eliminate the throughput bottleneck of
blockchain. Lin et al. [35] presented a blockchain-based condi-
tional privacy-preserving authentication scheme for vehicular
networks. In the designed scheme, the authors employed a
key derivation algorithm to get vehicles’ private keys and
the CA issues a certificate of corresponding public keys.
Panda et al. [36] presented a blockchain-based authentication
and key management protocol in distributed IoT using one-
way hash chains. However, the protocol does not achieve key
update and conditional anonymity. Zhang et al. [37] presented
a blockchain-based reliable and privacy-preserving authentica-
tion protocol for fog-based IoT devices. In this protocol, the
fog node (i.e., IoT device) sends multiple query requests to the
full blockchain node which consists of some fake queries and
one correct query. Thereby, the blockchain nodes are obfus-
cated from knowing which is the real request thus protecting
the privacy of the user. Yang et al. [38] proposed a blockchain-
based secure and lightweight authentication scheme for IoT.
In this scheme, a modular square root algorithm is used to
generate signatures effectively. Wang et al. [39] proposed
a cross-domain authentication scheme for IoT that utilizes
blockchain and dynamic accumulator. The proposed pro-
tocol transfers the authentication problem into a signature
transitivity problem by utilizing an accumulator and a stan-
dard digital signature scheme. Wang et al. [12] proposed
a blockchain-based authentication model of intelligent tele-
health systems with multiserver edge computing architecture.
The proposed scheme enables an authenticated server to
assist a user in authenticating another server to reduce
interactions.

In general, existing blockchain-based authentication
schemes still suffer from issues, such as low efficiency
in updating devices’ keys and pseudonyms, as well as
high-storage overhead on the blockchain. Thus, designing
a blockchain-based cross-domain authentication for edge-
computing-assisted IIoT remains challenging.

III. PRELIMINARIES

In this section, we introduce some relevant background
knowledge that will be used in our scheme, including
computational hardness assumptions and blockchain. Table I
provides an overview of all the notations used in this
article.

A. Computational Hardness Assumption

The security of our scheme is based on the following com-
putational hardness assumptions, i.e., elliptic curve discrete
logarithm (ECDL) and elliptic curve Diffie-Hellman (ECDH).

Let ZZ be a finite field, which is determined by the prime
number g. Let G be a cyclic additive group consisted of the
points on the elliptic curve and the point at infinity. Let P be
a generator of G.

1) ECDL: For a € ZZ, given P,aP € G, it is hard to

compute a.

2) ECDH: For a,b € Z}, given P,aP,bP € G, it is hard

to compute abP.
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TABLE I
NOTATIONS
Notations Descriptions
s The secret key of RA
Ppub The public key of RA
ES; The i-th Edge server
SD; The j-th Smart device
ID; The real identity of E.S;
ID; The real identity of SD;
T, The secret key of E.S;
PK; The public key of E.S;
w The long term private key of SD;
Q The token of SD;
Ti(i=1,..,4 Timestamp
TK Symmetric key
Erk() Symmetric encryption with TK
Dri() Symmetric decryption with TK
hi(i=1,...,6) Hash functions

B. Blockchain and Smart Contract

The blockchain (BC) is a decentralized database maintained
by peer-to-peer nodes. It uses cryptographic primitives (e.g.,
signature algorithm and one-way hash function) and consensus
mechanisms to ensure the integrity and consistency of data.
The full node has the entire ledger and is able to verify
whether the transaction is valid alone and upload data to the
blockchain network. The consortium blockchain is a type of
blockchain that consists of multiple parties that have reached
an agreement. The members of consortium blockchain do not
trust each other, but cooperate with each other to accomplish
tasks under the consensus mechanism. Therefore, we can
utilize consortium blockchain to assist the authentication in
the cross-domain environment.

The smart contract is a self-executing computer program
that automatically executes once conditions are met. Smart
contracts are deployed into the blockchain network in advance
and the content of the contract is open and transparent.
Authorized nodes can trigger smart contracts to manage data
by publishing transactions and query the data recorded on the
blockchain by submitting the parameters. In our scheme, the
blockchain is mainly used to establish trust among different
servers for sharing cross-domain information. The data on the
blockchain are immutable.

IV. MODELS AND SECURITY GOALS

In this section, we first introduce the system model for the
proposed scheme and then demonstrate the security goals and
attack model.

A. System Model

As illustrated in Fig. 1, our system consists of RA, ES, SD,

and blockchain (BC).

1) RA: The RA is a trust manager that generates system
parameters and distributes key materials to the corre-
sponding entities. Besides, it can utilize the blockchain
to record the public keys and related parameters of the
registered ESs and the identities of the revoked SDs.

2) ES: The ES is equipped with sufficient computation and
storage resources, and is responsible for providing data
analysis and services. Furthermore, it honestly follows
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Fig. 1. System model.

the rules for generating pseudonyms for SDs. At the
same time, each ES can query public keys through the
blockchain and some high-reputation ESs, as blockchain
nodes, can upload information about pseudonyms to the
blockchain.

3) SD: The SD can be a terminal device (e.g., a drone) with
limited computation and storage resources. It needs to
connect with ESs to acquire specific services after the
successful mutual authentication with ESs.

4) BC: The BC is a distributed ledger maintained by RA
and ESs. It is responsible for recording the public keys
and revoked devices. The information recorded on the
BC is reliable.

B. Security Goals

The scheme is supposed to satisfy the following security

goals.

1) Mutual Authentication: To protect the system security
and avoid leaking the privacy of the devices, commu-
nicators need to validate each other’s identity before
sending sensitive message.

2) Conditional Anonymity: To protect the privacy of the
devices, no other entity can know the real identity of
the device except for the RA, which can reveal its
identity.

3) Session Key Agreement: For further exchange of secret
messages, a session key that can only be shared between
the communicators should be produced during the
mutual authentication process.

4) Unlinkability: No one except the RA can determine
whether two different signatures are from the same
device.

5) No Online RA: To minimize the communication over-
head, it allows communicators to achieve mutual
authentication and update the keys of devices without
involving the RA.
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6) Forward  Security: To  protect the previous
communications from being leaked, it is necessary to
ensure that even if an attacker obtains the secret key,
they cannot obtain the session key used in previous
communications.

7) Resistance to Common Attacks: To guarantee the secu-
rity of the whole network, the scheme should withstand
various typical attacks, including replay attacks, stolen
verifier attacks, and impersonation attacks.

C. Attack Model

There are two types of attackers: 1) internal attackers and
2) external attackers. Internal attackers are those actively
engaged in the scheme, such as ESs and SDs. External
attackers are not involved in the scheme and do not have access
to critical materials. Some typical attacks are as follows.

1) Internal Attack:

a) Semi-Trusted ESs: In the proposed protocol, we
suppose ESs as semi-trusted entities. They will
execute the protocol honestly but will be curi-
ous about the identity of the requester and the
information transmitted via the public channel.
Furthermore, in cross-domain authentication, the
ESs in different domains may not always trust
each other. The absence of complete trust between
interdomain ESs can lead to privacy leaks dur-
ing cross-domain authentication processes for IIoT
devices. The ES of the accessed domain might
identify the true identity of the accessing device,
capturing access activity records for thorough
analysis and thereby compromising the device’s
privacy.

b) Compromised SDs: SDs are resource-constrained
and can be compromised. Once compromised,
the SDs may leak confidential data or inject
false data, disrupting subsequent data analysis. In
cross-domain environments, a task may involve
collaboration among multiple domains. If devices
are compromised and subsequently move to dif-
ferent domains, they could transmit misleading
information, potentially leading to erroneous data
analysis and mission failure.

2) External Attack:

a) Replay Attack: An attacker sends a message
that the server has already accepted, aiming
to deceive the server and successfully pass the
authentication process. In cross-domain authen-
tication, the attacker might intercept a message
sent by a device in domain A and forward
the message to domain B to achieve successful
authentication.

b) Impersonation Attack: By impersonating a legiti-
mate entity (i.e., SD), an attacker can interact with
the server and successfully pass the authentication
process. Similarly, in cross-domain environments,
an attacker might impersonate ESs across multiple
domains, interacting with devices to pass the
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authentication and obtain relevant information
about tasks.

¢) Eavesdroping Attack: An attacker can eavesdrop
on the information exchanged between the device
and the server through the public channel, thereby
gaining access to private information. Additionally,
when a task involves multiple domains, an
attacker in a cross-domain environment can infer
sensitive details (e.g., production quantity) by
eavesdropping on communications across these
domains.

V. PROPOSED SCHEME

In this section, we describe the specifics of the proposed
authentication protocol for SDs and ESs.

A. Overview

Our protocol consists of five phases: 1) setup; 2) reg-
istration; 3) pseudonym application; 4) authentication; and
5) revocation. We provide a high-level explanation of the
blockchain-based protocol.

The RA sets up the system and generates the private key
and public key. Then it publishes the system parameters. The
new edge sever and device need to register with RA before
interacting with each other. The edge sever can obtain the
pseudonym materials during the registration process and then
SD can apply for new keys and pseudonyms from ES. After
the mutual authentication with ES, the device can acquire the
service from the server. The RA can revoke a device and record
it on the blockchain.

B. System Setup

The RA performs the system setup phase at the start of the
system deployment, as explained in the following.

1) RA selects a cyclic additive group G with a generator

P and a prime order g on an elliptic curve E(IF,) over
the finite field [F,.

2) RA randomly selects a number s € Z; and set it as its
private key. Then RA computes the corresponding public
key Ppup = sP.

3) RA Selects Hash Functions: hy : G — ZZ, hy Z; —
Ly, h3 0,17 —  Zj hs 0,1} x G —
Zg,hs :{0,1}* x G xGx G — Zg, he - {0, 1}* x G x
G x {0, 1}* — Z3.

4) RA keeps s secretly and publishes the public parameters
{Gv q, P, Ppllb7 hl(l <i=< 6)}

Then, RA initializes the blockchain according to the
configuration file, and the successfully registered ESs
can join the blockchain network to facilitate collabora-
tion through the consensus mechanism. Smart contracts
are deployed in the blockchain to manage cross-domain
information. The related smart contract algorithms are shown
in Algorithms 1-3. Algorithm 1 updates the information of
ESs, adds newly registered servers to the smart contract,
and marks ESs as invalid if they exhibit malicious behav-
ior. Algorithm 2 records information for SDs applying for
pseudonyms and, if a device displays malicious behavior, it is
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Algorithm 1 Update ESMT

Algorithm 3 Query ESMT

Input: parameters{/D, PK, R, status}
Output: bool

1: struct ESM {

2:  byte32 ID

3:  uint256[4] PK

4:  uint256[4] R

5:  string status }

6: struct ESM[] ESMT

7. if msg.sender # RA then
8 return false

9

: else
10 i=1
11:  for ; i < ESMT.size(); i++ do
12: if ESMT[i].ID == ID then
13: function Update_ESM(ID, PK, R, status)
14: return true
15: end if

16: end for
17:  if i > ESMT.size() then

18: function Add_New_ESM (ID, PK, R, status)
19: return true

20: end if

21: end if

Algorithm 2 Update SDMT
Input: parameters{<2, t, z, status}
Output: bool
1: struct SDM {
2:  byte32 Q
3 DateTime t

4 uint256[2] z
5. string status}
6
7
8

. struct SDM[] SDMT
. if status == invaild && msg.sender = RA then
. return false;
9: else if msg.sender # server then
10:  return false;
11: else
12: i=1
13:  for ;i < SDMT.size();i++ do
14: if SDMTI[i].Q2 == Q then
15: function Update_SDM(L2, ¢, z, status)
16: return true
17: end if
18:  end for
19: if i > SDMT.size() then
20: function Add_New_SDM (2, t, z, status)
21: return true
22:  end if
23: end if

marked as invalid to prevent further pseudonym applications.
Algorithm 3 is utilized to query the public key of registered
ESs.

Input: parameters{/D}
Output: parameters{ID, PK, R, status} or false

i=1
2: for ;i < SDMT.size();i++ do
3 if ESMT([i].ID == ID then
4: return{ID, PK, R, status}
5 end if
6: end for
7: return false
ES; RA BC
D,

— = » Check whether ES, is registered
Choose f,rﬁ B riz € Zy,
U € G that satifies the properity
§-U=P"P pub
Compute
Ry =11 -P,R; =1} P {ID, PK, R, vaild}

(RLRLx,U,) %= ri +s-hy(ID, RY) invoke
il i B

PK; = Xt P responce  algorithm 1
Check whether A= (ry + 5)®h,(sPK))
x;* P = R + P,,,h,(ID, R})holds
Compute v = A®h, (x;P )
Keep {R%, Rb, x, PK,,v, U}
Fig. 2. ES registration phase.
SD; RA
ID .
———~+  Check whether SD; is revoked
Choose ki€ Z3
Compute
K; = kP
K, 0Siglw)} ©= k;+ shy(ID;, K;)
-—
Check whether
WP = K; + Pouhy(ID;, K holds
Keep {K;, w,Sig(w)}
Fig. 3. SD registration phase.
s ES, BC
Compute
TK = @ PKgs

Encioren = Erg (1, taare)
{req, 2, sig(), EnCyopens taare}
—_—

Check whether sig((2) is valid

Compute TK = x - 2

Check whether

(42, tgare) = Dri(ENCeopen) holds

Choose z,d, € Z

Compute

D,=d;-P

=z + hy(X, hy(taaee) + )

PID = {0}, 0%}, where

o} = U, 05 = D+ a Py

pr=d;+ v+ hs(tyqe + 1AL, D, PID))

" M = Erg(p, PID, D))

— wherel<li<n

{0, tyorer 2, vaild}
—— " invoke

«_esponce  algorithm 2

Compute
Dy (M)
Keep {p, PID,, D}}

Fig. 4. Pseudonym application phase.

C. Registration

In this phase, each ES and SD is required to register
with RA to get its secret key and corresponding public
key, respectively, where the registration process should be
performed in a secure and private channel. Figs. 2 and 3 show
the main steps of the ES registration phase and SD registration
phase, respectively.
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SD; ES, ES:
Choose a € Z;
Compute
A=aP
Y =a+ phy(T,, A) {A,9,PID, D, t, 1}
lett,=type+1At; — 3" Check whether
Thow — T1 < At
Toow =t < At
Check whether
YP =A+ (D, + hs(t, D, PID))
(RESE + P ))hy(T1, A) holds
Choose b € Z;
Compute
B = bP,SK, = x;A,SK, = bA,
(B,e,Ty) SKij = he(ID;, SK1,SK;, T5)
e = hy(Ty, T2 SK;)
Check whether T,,,, — T, < At,
Compute SK; = aPK,SK, = aB
SK;; = he(ID,, SK', SK5,T5)
Check whether e = hy(T4, T2, SK;)holds
Keep SKj;
Choose a’ € Z;
Compute
A =aP
Y =a' + phy(T3 A) o,
lett; = tyqe + 1ALy UDgg, A, PID, Dy £, T3} Check whether
Thow — T3 < Aty
Toow — t1 < Aty
Obtain {IDy;, PK s, R5"} from BC
Check whether

{B",e, T}

WP = A’ + (D, + hs(t, D, PID)
(RES' + P )Y hy(T, A) holds
Choose b € Z;

Compute

B'=b'P,SK; = xA’,SK, = b'A,
SK;j = hs(IDy, SK3, K4, Ty)

Check whether T,,,, — T, < At,
Compute SK; = a"PK, :S'K4 =abB

SKj; = he(IDy, SK3,5K4,T4)

Check whether e = hy(T3, T4, SK j)holds
Keep SK j;

e = hy(T5, Ty, SK;))

Fig. 5. Authentication phase.

1) Edge Server Registration:

1) Upon receiving the real identity ID; from ES;, RA first
checks whether ID; has been previously registered. If it
has, RA will refuse this request. If not, RA will execute
the following steps.

RA selects several random numbers &, i, r, € Z:. In
addition, there is an element U € G that satisfies the
following property: §U = Ppyp. Then RA calculates
Ry = rP, R, = ryP,x; = r| + sha(ID;, R)), PK; = x;P
and A = (v + ) @ h1(sPK;), where A is the parameter
for ES; to generate pseudonyms for SDs, x; is the private
key belonging to ES; and PK; is the corresponding
public key. RA sends m = {Rli, Ré, xi, U, A} to ES; in a
secure channel. RA stores {ID;, &;} in its local database,
and uploads {ID;, PK,-,RQ, valid} to the blockchain by
invoking the smart contract 1, i.e., Update ES materials
table (ESMT).

2)

3) Upon receiving the message mi, ES; checks
whether x;P = R| + Ppuwha(ID;, R}) is satisfied,
if so, ES; calculates PK; = xiP,v = A @

h1 (xiPpub), and stores {Ri , Rg,xi, PK;, v, U} in its local
database.

2) Smart Device Registration:

1) SD SD; sends its identity ID; to RA. First, RA checks
whether the SD is revoked, if not, executes the following
steps.

RA chooses a random number k; € ZZ, and calculates
Kj = kiP, w = kj + sh4(IDj, K;) and Q = wP, where
2 is deemed as a token belonging to SD;. Finally, RA
sends my; = {Kj, w, sig(§2)} to SD; in a secure channel,
where sig(€2) is a signature signed on 2 with the private
key s of RA.

Upon receiving the message mp, SD; computes
Q2 = wP and checks whether the condition Q =
K; + Ppuwhs(IDj, Kj) is satisfied. If so, SD; stores
{Kj, w, 2, sig(2)} in its local database.

2)

3)

D. Pseudonym Application

To avoid the single point of failure and relieve the burden
of RA, we offload the task of generating pseudonyms to ES.
Fig. 4 shows the main steps of the pseudonym application
phase.

1) First, SD; sends the request and its token to ES; to

validate the authenticity. The details are as following.
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a) SD; obtains IDgg; and the corresponding public key
PKEs; of the ES (denoted by ES;) which is close
to SD; by querying the blockchain.

b) Then SD; calculates TK = wPKgs;, CTioken =
ETk (L2, tdate), Where ETg is symmetric encryption
with key TK and fgae is the time when SD; applies
for pseudonyms.

c) SD;j sends m3 = {2, sig(£2), CTioken, tdate} to ES;.
we need to note that the signature sig(€2) is to prevent
malicious users from sending useless messages to
occupy the resources of the servers and the CTgkep is to
ensure that only the user who owns the token can apply
for pseudonyms to avoid man-in-the-middle attacks.

2) After successfully validating the authenticity of the
token, ES; calculates the pseudonyms and uploads
related information to the blockchain. The details are as
following.

a) Checks whether the signature is valid. Aborts if the
check fails.

b) ES; calculates TK = x;<2 and verifies if (€2, fqate) =
D7k (CToken) holds, where Drg is symmetric
decryption with key 7K. Aborts if the check fails.

¢) ES; chooses several random numbers z, d; € Z*,
and calculates D; = d;P, o; = z+ hp (x;, h3(tdate) +
Dol = Ul = Q + Py, PID; =
{ol, 03}, pi = di+vhs(tawe+1At1, Dy, PID;), where
1 <[ < n, n represents the number of pseudonyms
and Aty represents the period when the pseudonym
is valid. Then ES; will upload {2, t4ate, z, valid} to
the blockchain by invoking the smart contract 2,
i.e., Update SD materials table (SDMT).

3) Finally, ES; sends the ciphertext of the pseudonyms
to SD;. SD; gets the pseudonyms by decrypting the
ciphertext. The details are as following.

a) ES; computes M = Erx({p1, PID;, Dy;})
(I <1< n), and sends M to SD;. ES; will delete
all the related information about pseudonyms in its
local database when it finishes the service. There
are two reasons for that: a) we can protect the
pseudonyms from being leaked when the server is
compromised and b) we can save storage because
the number of devices is large.

b) Upon receiving the ciphertext M, SD; obtains the
materials {p;, PID;, D;}(1 <[ < n) by computing
Drx(M).

E. Authentication

A SD needs to authenticate with ESs in different domains
as it may move to different edge networks to perform tasks.
Therefore, there are two scenarios to consider. The first case
is that the SD authenticates with the ES which is responsible
for generating pseudonyms for it. The other one is that the
SD authenticates with ESs where the device is located after it
has moved. Fig. 5 shows the main steps of the authentication
phase.

1) When the SD SD; is not moving or the server where

the device is located has generated pseudonyms for it,
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SD;j needs to carry out this phase to authenticate the
server ES; and to negotiate a session key for further
communication. The details of this phase are as follows.

a) SD; selects a random number a € Z; and computes
A = aP, ¥ = a+ phs(T1,A), where T; is the
current timestamp.

b) Let #; = tgae + [At1, SD; sends the message my =
{A, ¥, PID;, Dy, 1;, T1} to ES;.

¢) Upon receiving the message my, ES; first verifies if
Toow — T1 < Aty and Thow — 1; < Aty holds, where
Thow 1s the current timestamp and Af, represents
the maximum tolerable interval. Then ES; checks
whether PID; is revoked and checks whether ¥ P =
A+ (Di+hs (1, Di, PID) (RS + Poun))ha(T1, A) is
satisfied. Rejects if the check fails.

d) ES; selects a random number b € ZZ and cal-
culates B = bP,SK; = x;A,SK, = bA, SK;; =
he(ID;, SK1, SK>,T2), e = h4(T1, T, SK;j), where
T, is the current timestamp. The value SKj; is a
session key and e is responsible for the authenticity
of the session key. ES; sends the message ms =
{B, T, e} to SD;

e) Upon receiving the message ms, SD; first checks
whether Thow — T2 < Af is satisfied. Rejects
if the check fails. Then SD; calculates SKi =
aPK;, SK% = aB, SK;; = he¢(ID;, SKi, SK%, T>) and
sets SKj; as the session key if e = hyq(T1, T2, SKj;)
holds.

2) When the SD SD; has moved, it needs to carry out this
phase to authenticate ES ES; and establish a session key
for further communication. The details are as follows.

a) SD; chooses a random number da' € ZZ and
calculates A" = d'P, ' = d' + pih4(T3,A’), where
T3 is the current timestamp.

b) Let #; = tgae + [At1, SD; sends the message mg =
{IDgs;, A', v, PID;, Dy, t;, T3} to ESjy.

¢) Upon receiving myg, ESy first verifies if Tpow —
T3 < At, Thow — t; < Atp holds, where Tyow is the
current timestamp. Then ES; checks whether PID;
is revoked and retrieves the corresponding tuple
(IDgsi, PKEs;, RgSi ) from the blockchain according
to IDgg;.

d) Checks whether ¥'P = A + (D, +
hs (1, Dy, PID)) (REST + Ppub))ha (T3, A') is satisfied.
Rejects if the check fails.

e) Performs the same process from step 4 to step 5
in the above phase.

F. Revocation

ES sends the corresponding pseudonym {/Dggs;, PID;} to RA
when there is a malicious device called SD;. RA retrieves the
tuple {IDgs;, £gs;} from its local database according /Dgs; and
calculates Q2 = 021 — 555,-011 . And RA will record {£2, IDSDj}
on the blockchain to prevent SD; from reregistering and
applying for pseudonyms again. In addition, RA retrieves the
tuple {€2, f4ae, z} and calculates the successive pseudonyms
PID; which are still valid if not revoked. To save storage
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TABLE 11
COMPARISON OF SECURITY PROPERTIES

Security Properties [6] [12] [24] Ours
Mutual Authentication v v v v
Conditional Anonymity v v X v
Session Key Agreement v v v v
Unlinkability X X X v
No Online RA v v v v
Efficient Update X X X v
Stolen Verifier Attack v v X v

V'@ satistying the security property
X: not satisfying the security property

overhead, we use cuckoo filter to record the revoked devices
instead of a revocation list. If there is a data structure which
has better performance in storing and querying, it can be
replaced. Specifically, RA prepares a cuckoo filter whose size
is dependent on the max number of revoked devices. Note that
the data recorded on the filter is the fingerprint of O’ll. Because
all and PID; correspond to each other and the space can be
saved. When these pseudonyms expire, RA executes the delete
operation to remove the corresponding fingerprints from the
filter. Note that the filter is in the blockchain.

VI. SECURITY ANALYSIS

In this section, we first analyze the security of our proposed
scheme by using the random oracle model. Then, we discuss
how the proposed protocol meets the requirements presented
in Section III, and the comparison with other relevant
schemes [6], [12], and [24] are listed in Table II. Finally, we
utilize ProVerif to prove the security of the scheme.

A. Formal Security Proof Using Random Oracle Model

We propose a security model for our proposed scheme. The
model is defined by a game played between an adversary A
and a challenger C. In this game, the adversary can make the
following queries.

1) Setup: The challenger C first generates system parame-

ters and private key, and then sends public parameters
to the adversary A.

2) Hash Oracle: When the adversary A makes a query with
information m, the challenger C selects a random number
x and stores {m, x} in the corresponding list(Lps0rLps).
Then C sends x to A.

3) Secret Key Oracle: When the adversary A invokes the
query with PID, the challenger C can generate the secret
key. Then, C sends the secret key to A. Let Qg denote
all the secret key queries that .A. has made.

4) Output: The adversary A returns a signature
{A,v,PID,D,t,T}. A wins and outputs 1 if
verif(A, ¥, PID,D,t,T) = 1 and the secret key is not
included in Q.

Theorem 1: If the adversary A can break the proposed

scheme I, the challenger C can solve the ECDL problem.
Proof: If the adversary A can successfully forge a
signature {A, ¥, PID, D, t, T}, then the challenger C is able to
break the ECDL problem in polynomial time by utilizing .4
as a subroutine. We let {P, PK = skP|P € G, sk € Z;‘} be an
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instance of ECDL problem, the purpose of C is to compute
the value sk. A can make following queries supported by C.

1) Setup: The challenger C first generates system param-
eters {G, g, P, Ppub, h4, hs}, and then sends public
parameters to the adversary A.

2) h4 Oracle: The challenger C maintains a list Ly4 which
is initialized to be empty. When the adversary A makes
a query with information <7, A>, the challenger C first
checks whether <T, A, xj4> exists in the list, returns
xp4 if it exists. If not, C selects a random number xj4
and inserts <T, A, xp4> into Lps. Then, C returns xj4
to A.

3) hs Oracle: The challenger C maintains a list L5 which
is initialized to be empty. When the adversary .4 makes
a query with information <t, D, PID>, the challenger
C first checks whether <t, D, PID, x;5> exists in the
list, returns xp5 if it exists. If not, C selects a random
number x5 and inserts <t, D, PID, x;5> into Lys. Then,
C returns xp5 to A.

4) Secret Key Oracle: When the adversary A makes a
query with information PID, the challenger C chooses
random numbers p and d, where p is as the secret key
corresponding to PID. Then, C computes D = dP and
queries x5 = hs5(t, D, PID) through the list Lys. Finally,
C sends <PID, D, p> to A.

5) Output: The adversary A chooses a random number a
and computes A = aP. Then A make a hs query with
message A and computes v = a + phs(T, A). Finally,
A generates a signature {A, vy, PID, D, t, T}.

According to forking lemma [40], A is able to obtain

another signature {A, /', PID, D, t, T} by executing the above
operations with a different result of x;5 but the same inputs
{t, D, PID}. Therefore, it is easy to obtain the following
equation:

w/ =a-+ (d + vx,hs>xh4. (D)
Then, the challenger C can get v by computing
(v —v)

——— (mod
EEEEAET

a+ (d+vxps)xps —a — (d + vx;ls)xm

(xns — x),s5) Xna
= ()

Therefore, the challenger C outputs the (¥ — 1//)(xh5 —
xQZS)_lx/;‘l as the solution of the ECDL problem. We let
qna, qns and g5 denote the number of h4 queries, hs queries
and secret key queries, respectively. Let E] denote the event
that there is no conflict between secret key query and hash
query, E> denote the event that A can output a valid forgery.
Therefore, A can return a valid forgery with the probability

acc = Pr[EE,] = Pr[E ]| Pr[E>|Eq]. 3)

Since A makes gpa + gns + g5 queries, the probability
of the event that bad < true is ([gna + qns + gqsl/q) for
one secret key query and the probability for g; queries is
(Ig5(qna + qns + 45)1/q). Therefore, Pr[E;] = 1 — Pr[bad =
true ] = 1 — ([gs(qna + qns + gs)1/9)-
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Pr[E3|E|] represents the probability that A returns a valid
forgery when C does not terminate due to the A’s queries.
Thus, by assumption A is able to return a valid forgery with
probability at least €.

Therefore, A can return a valid signature with the probabil-
ity acc = € — ([gs(gna + qn5 + g5)1/g), which can be derived
from the following relations:

Pr[E|E] = PrifaBz) > €
PlE1] —
“4)
Pr[E\Ey] > €Pr[E]
_ 6(1 _ qs(qns + qns + %))
q
_ o s(an t ans + g5)
q
> € — qs(qna + qns +4qs) 5)
q

According to the General Forking Lemma [41], C can output
two valid signatures by utilizing .4 as a subroutine with the
probability frk > acc([acc/q] — [1 /h]), where § denotes the
number of hash queries, and h denotes the number of replies
to queries to random oracles. Therefore, C is able to break the
ECDL problem with the probability

4 —=1 ®

(6  q5(gns + qns + q5)
qna + qns q

€ — 9s(qna+qns+qs)
q )

where € is nonnegligible. However, this is in contradiction to
the ECDL problem. Therefore, the scheme is secure under the
random oracle model.

B. Informal Security Analysis

1) Mutual Authentication: If an attacker intends to success-

fully pass the authentication with ES, the attacker must
present a signature ¥ = a + pjha(T,A) , where p; =
(d;+vhs(t;, Dy, PID;)). According to the forking lemma,
the attack can also provide another valid signature 1// =
a—+ (d + vh/s)h4. Therefore, there will be a solution
(¥ —¥)(hs—h5)~'h; " of the ECDL problem. However,
this is in contradiction to the ECDL problem.
If an attacker, pretending to be a valid ES, aims to
successfully pass the verification with SD, it needs to
compute the hash value hy(Ty, T, SK;j), where SK;; =
he(ID;, T», SK1, SK»), SK1 = x;A,SK; = bA. Thus,
the attacker can compute SKi = SK; = x;A.Then it
can obtain a solution (x;a) P = SKi to the instance
(x;P, aP, x;aP) which contradicts to the ECDH problem.
Therefore, the mutual authentication is successfully
achieved.

2) Conditional Anonymity: During the authentication with
ES, SD dose not send its real identity to the verifier
but its pseudonym. Therefore, the communicators and
attackers cannot obtain the information about SD’s
identity. However, the RA can know who the SD is by
computing 2 = 021 — EESUII using the secret value &gg,
where Q2 associates with the identity.
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3) Session Key Agreement: ES; and SD; computes SK;; =
he(ID;, SK1, SK>, T») and SKj; = he(ID;, SK}, SK}, T>)
independently. Afterward SD; confirms the validity of
the session key SKj; by verifying the equation e =
ha(Ty, T2, SKj).

4) Unlinkability: SD owns a number of pseudonyms and
each pseudonym contains random number and times-
tamp. Therefore, attackers cannot distinguish whether
two messages belong to the same device.

5) No Online RA: It is obvious that the mutual authentica-
tion between devices and servers dose not rely on the
RA. What is more, there is no need for the RA to update
the pseudonyms and temporary keys for devices.

6) Forward Security: Due to the session key SK;; and SKj;
is computed by ES; and SD; independently, only the
attacker who can break the ECDH assumption can get
the random numbers a and b to generate the right session
key.

7) Resistance to Common Attacks: The proposed scheme
can resist the following common attacks.

a) Reply Attack: Given the randomness and times-
tamp, it is easy to find whether a replay has
occurred by checking the freshness of the times-
tamp.

b) Stolen Verifier Attack: Since the information about
ESs recorded on the BC and there is not a
list recording the devices’ identities, the proposed
scheme is secure against the stolen verifier attack.

c) Impersonation Attack: If an attacker intends to
impersonate a legitimate entity (e.g., SD), it must
break the mutual authentication security, which is
proven in Sections VI-A and VI-B. Therefore, the
proposed scheme is secure against the imperson-
ation attack.

C. Formal Security Verification Using ProVerif

In this section, we present the results of formal security
verification using ProVerif. The ProVerif is an automatic
cryptographic protocol verification tool that can prove the
security of various schemes. It can achieve some security
properties, such as reachability, correspondence assertions, and
observational equivalences. Since all SDs and ESs are equal,
the simulation result cannot be affected by the number of
devices and servers. Therefore, we assume that there are only
one ES and one device. Similarly, we assume that devices own
one key and one pseudonym instead of a batch. The simulation
code is described in [42]. Fig. 6 shows the simulation results.

In Fig. 6, (1), (2), and (3) are the results of reachability
query that show the attacker cannot obtain the private key
of RA and the session key. The result (4) shows the strong
anonymity of M which denotes the pseudonyms belonging
to a device. In the simulation code, four events have been
identified denoted as event authES(SK), event authSD(SK),
event regisES and event regisSD. In Fig. 6, (5), (6), and (7)
show the results of correspondence assertions that indicate
the mutual authentication between ES and SD is successfully
achieved.
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Verification summary:

(1)Query not attacker(s[]) is true.

(2)Query not attacker(SK_ij[]) is true.

(3)Query not attacker(SK_ji[]) is true.

(4)Non-interference M is true.

(5)Query inj-event(authSD(SK)) ==> inj-event(authES(SK)) is true.
(6)Query inj-event(authES(SK)) ==> inj-event(regisSD) is true.
(7)Query inj-event(authSD(SK)) ==> inj-event(regisES) is true.

Fig. 6. Simulation results from the ProVerif tool.

TABLE III
COMPARISON OF COMPUTATIONAL COST (MS)

Schemes ES SD

Ref. [6] 6TGm + 2Tga + 5Th ATGm + Tga + 4T},

Ref. [12] | 8Tgm + 3Tga +5Th | 6Tgm +2TGe + 5T},

Ref. [24] 6Tgm +1Tga "Tom +1ca
Ours 5Tcm + 3Tgae + 4T 3TGm + 3Th

TABLE IV
COMPARISON OF COMMUNICATION COST (BYTE)

Schemes Communication cost Length(byte)
Ref. [6] 3|G| + 2|Zy| +2|T 395
Ref. [12] 3|G| + 2|Zy| +2|T 395
Ref. [24] 6|G| 582
Ours 5|G| + 2|Z4| + |ID] + 3|T| 613

VII. PERFORMANCE ANALYSIS

In this section, we analyze the performance of our proposed
scheme from three aspects which are computation cost,
communication cost and on-chain cost. And we compare it
with three related schemes [6], [12], and [24]. In Table III,
we demonstrate the comparison of computation overhead to
analyze the cost of these schemes on both SD and server.
Additionally, the comparison of communication overhead is
shown in Table IV. They are the theoretical analysis of the
proposed scheme and the other three schemes, and they can
point out the reasons for the differences among these schemes.

Wang et al. [6] built a consortium blockchain using
Hyperledger Composer version V0.20.7, running on an x86_64
GNU/Linux system with 1 core and 2 GB RAM for executing
smart contract operations. And we refer their experimental
results, and the results are illustrated in Table V. We use
the cryptographic library called MIRACL Core to test the
execution time of cryptography operations under the Ubuntu
18.04 with Intel Skylake CPU @ 2.2 GHz and 2 GB bytes
memory provided by a cloud platform. The experimental
results are depicted in Figs. 7 and 8.

A. Computation Cost

We use TGm, Tgq and Ty, to represent the execution time of
scalar multiplication operation in G, point addition operation
in G, and one-way hash function operation. We omit some
overhead of light operations, such as XOR operation, addition
operation, and multiplication operation in ZZ.
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We mainly focus on the authentication phase because the
registration is executed for only once and the corresponding
cost has little influence on the whole system. First, we consider
the computation cost on server side. In [6], the computation
cost on server side requires six scalar multiplication opera-
tions, two point addition operations and five hash function
operations. Therefore, the computation cost is about 67, +
2TGa+5T, ~ 3.122 ms. In [12], the server requires eight scalar
multiplication operations, three point addition operations and
five hash function operations. The computation cost is about
8TGm + 3Tga + 5T, =~ 4.014 ms. In [24], the server needs
to perform six scalar multiplication operations and one point
addition operation. Thus, the computation cost is about 67, +
TGa =~ 2.957 ms. Since the computation overhead is similar
in both cases of the authentication phase in our scheme,
we consider the second one. And the computation cost on
server side in our scheme needs five scalar multiplication
operations, three point addition operations and four hash
function operations. The corresponding cost is about 57, +
3TGa + 4T, ~ 3.101 ms. Then, we consider computation
time cost on SD side. In [6], the computation cost on
device side requires four scalar multiplication operations, one
point addition operation and four hash function operations.
Therefore, the computation cost is about 4Tg, + Tgs +
4T, =~ 2.227 ms. In [12], the device requires six scalar
multiplication operations, two point addition operations and
five hash function operations. The computation cost is about
6TGm + 2TG, + 5T, =~ 2.969 ms. In [24], the device needs to
perform seven scalar multiplication operations and one point
addition operation. Thus, the computation cost is about 77, +
TGqs =~ 2.445 ms. And the computation cost on device side
in our scheme needs three scalar multiplication operations
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TABLE V
TIME COST (IN SECONDS) OF THE SMART CONTRACT IN [6]

Operations Update Delete Query
Max Time 2.681 2.590 0.312
Min Time 1.989 2.086 0.138
Average Time 2.335 2.338 0.225

and three hash function operations. The corresponding cost is
about 37G, + 37, ~ 1.467 ms. The computation overhead
comparison of our scheme with [6], [12], and [24] is shown
in Fig. 7. And Table III shows the specific data.

From Table III, we can see that our scheme requires several
multiplication operations in G. That is, due to the need
to develop a method that protects the real identity of SD
from being exposed to the ES responsible for generating
pseudonyms. By doing so, the real identity of SD can only be
revealed by the RA that owns the secret value &.

B. Communication Cost

As the BLS12381 curve is used in our scheme, the size of
the element in Z; and G is 48 bytes and 97 bytes, respectively.
The size of timestamp and identity are 4 bytes and 20 bytes,
respectively. Table IV demonstrates the communication costs
of these schemes. |G| and |Z,| denote the size of the element
in G and Z;. |T'| and |ID| denote the size of the timestamp
and the identity, respectively.

In [6], it needs to transmit 3|G| + 2|Z,;| + 2|T|. The
communication cost is 3 x 97 + 2 x 48 + 2 x 4 = 395
bytes. In [12], it needs to transmit 3|G| + 2|Z,| + 2|T|. The
communication cost is 3 x 97 + 2 x 48 4+ 2 x 4 = 395 bytes.
In [24], it needs to transmit 6|G|. The communication cost
is 6 x 97 = 582 bytes. Since the communication overhead
is similar in both cases of the authentication phase in our
scheme, we consider the second one. Our scheme needs to
transmit 5|G| + 2|Z,| + |ID| + 3|T|. The communication cost
is 5x 9742 x48+20+ 3 x 4 =613 bytes.

From Fig. 8, we can see that the communication overhead
of our scheme is a little higher than the other schemes.
The communication overhead in our scheme is primarily due
to the pseudonym {PID, D} generated by ES. In real-world
scenarios, temporary keys and pseudonyms with expiration
time are regularly distributed to protect the privacy of devices.
Thus, the frequency of updating keys will be high due to the
large number of devices. In contrast to other schemes where
the task of updating keys is usually undertaken by RA, our
scheme utilizes ESs to generate pseudonyms and update keys
for devices. The overhead incurred is affordable and does not
pose a significant challenge.

C. On-Chain Operation Time and Storage Cost

As Rostampour et al. [24] did not utilize blockchain, the
comparisons relate only to our proposed protocol [6], [12]. In
our scheme, the on-chain operations include update operation,
delete operation and query operation. From Table V, we can
see that the time taken for update and delete operation is
approximately 2.335 s and 2.338 s, respectively. However, the
cost of query operation is significantly lower than that of
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update and delete operation, at around 0.225 s. In the first case
of the authentication process, ES performs one read operation
to check whether the device is revoked. In the second case of
the authentication process, ES performs two read operations
in our scheme. One read operation is to determine whether the
device is revoked, and the other one is to look up the public
key of ES when the device moves to another edge network.
In [6] and [12], the server needs to perform one read operation.
The comparison result can be seen in Fig. 9. In real-world
scenarios, ES has much more computation resources than the
simulation platform and the cost of on-chain operation will be
less.

Additionally, since the content on the blockchain cannot
be deleted, the ledger will grow indefinitely. Therefore, it
is vital to evaluate the storage overhead on the blockchain.
In [6], there is an entry existing on the blockchain for every
registered device. The entry contains {PID;, C;, R;, ET;}. Thus,
the storage overhead on the blockchain for one device is
calculated as 484-324-97+4 = 181 bytes. In [12], the entry on
the blockchain is consisted of {PID, X, R, T} for each device.
The corresponding storage overhead is 32+97+97+4 = 230
bytes. In our scheme, the content recorded on the blockchain
is {€2, fdate, z}. And the corresponding storage overhead is 97+
4 44 = 105 bytes. There is a difference between our scheme
and the other two schemes that we only need to store one entry
for multiple pseudonym services, while they need to store one
entry for each service. In other words, when we apply for
ten pseudonyms, we only store one entry on the blockchain,
while they need to store ten entries. Suppose that a device
requests five pseudonyms and corresponding keys at once in
our scheme. The comparison of storage cost on the blockchain
is illustrated in Fig. 10.

VIII. CONCLUSION

To protect the security and privacy of devices in an
edge-computing environment, in this study, we propose a
blockchain-based mutual authentication and session key agree-
ment for cross-domain IIoT. Specifically, we utilize blockchain
to build trust among ESs to share cross-domain information.
Furthermore, a pseudonym-based privacy-preserving method
is designed. ESs can generate pseudonyms for devices but do
not know the device’s real identity. In addition, the device
and the server can authenticate each other without revealing
the device’s real identity. However, a RA can easily revoke
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device. The security analysis and experimental results

demonstrate that the proposed scheme is efficient and practical.
In the future, we will investigate a cross-domain authentication
scheme between IIoT devices and ESs completely free from
trusted third parties.
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